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DSP2023 is a ZIP archive that supports the development of management profiles in XML (also called "machine readable profiles" (MRP), or "MRP XML profiles"). The DSP2023 archive contains this document, MRP tooling needed for the development environment, and sample MRP XML profiles.
This document describes how to set up a development environment for MRP XML profiles using the tools provided in the DSP2023 archive, and how to use that environment for editing MRP XML profiles and for generating PDF files from the MRP XML profiles for subsequent publishing.
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[bookmark: _Ref348522454][bookmark: _Toc377562128]Setting up the MRP development environment
This clause describes how to set up a development environment for MRP XML profiles using the tools provided in the DSP2023 archive. Using the tools provided in the DSP2023 archive is not generally a hard requirement for editing MRP XML profiles, but so far it is the only choice.
The subclauses of this clause are steps that need to be taken (mostly in order) to get to the end goal of a development environment for MRP XML profiles. If you want to do less than editing MRP XML profiles, a subset of the steps may be sufficient. Also, some steps offer choices.
[bookmark: Step_DSP2023][bookmark: _Toc377562129]Step 1: Obtaining and installing the DSP2023 archive
This document is contained in the DSP2023 archive, so it is likely that you have already performed this step. In case you got hold of this document without unpacking the DSP2023 archive, this subclause describes how to obtain and unpack it.
This version of this document has been written for version 1.1 of MRP. The corresponding DSP2023 archive can be downloaded from the public part of the DMTF site using this link:
http://www.dmtf.org/standards/published_documents/dsp2023_1.1.zip
This link specifies only major and minor version number and resolves to the latest published update version of the DSP2023 archive for that major and minor version.
Download the DSP2023 archive to an empty directory that you want to use for MRP profile development, for example: "C:\DMTF\MRP" on Windows or "~/dmtf/mrp" on Linux.
A note on blanks in file and directory names: The Eclipse-based build environment supports having blanks in the path name of the DSP2023 unpack directory and in the names of profile files and directories in the subtree below it. The make-based build environment also supports having blanks in the path name of the DSP2023 unpack directory, but does not support having blanks in the names of profile files and directories in the subtree below it.
Unpack the archive using any UNZIP utility, into that same directory. It is important that the subdirectory structure is maintained when unpacking the archive; most UNZIP utilities do that by default. This unpack directory is referred to as the "DSP2023 unpack directory" and its full path name as "<DSP2023-unpack>" in the following subclauses. See ANNEX A for a description of the content of the DSP2023 archive. 
Add the "<DSP2023-unpack>/bin" path name to the PATH (see ANNEX B for instructions).
[bookmark: Step_CIMXML][bookmark: _Toc377562130]Step 2: Installing the CIM-XML files
The DSP8029 XSLT stylesheet that is used to convert MRP XML profiles to HTML needs a definition of the CIM schema that contains the CIM classes used by the MRP XML profile. That schema definition needs to be provided in CIM-XML format, with one CIM class per CIM-XML file, in a well-defined subdirectory structure that is described below.
The CIM classes may be part of the CIM Schema published by DMTF, or may be part of other schemas defined by vendors or other standards organizations.
The DSP2023 archive does not contain any such CIM-XML files.
The CIM-XML files of the CIM Schema published by DMTF can be downloaded from the public CIM Schema page of the DMTF site, starting at this link:
http://dmtf.org/standards/cim/schemas
Navigate to the CIM Schema release or releases that you want to use; decide whether you want to use the experimental or the final schema (or both); and use the ZIP archives for individual XML classes. In newer CIM Schema releases, the download link is labeled "Zip archive of individual Final/Experimental XML Classes"; in older releases, the link is labeled with the file name, e.g. "cim_schema_2.29.0Final-XMLClasses.zip".
The CIM Schema page of DMTF provides versions back to 2.21. If earlier CIM Schema versions are needed, they can be downloaded from the DMTF Architecture WG page from a folder with this link:
http://members.dmtf.org/apps/org/workgroup/technical/dmtf-arch/documents.php?folder_id=1521
The ZIP files in the Architecture WG folder cover CIM Schema versions 2.10 to 2.29, and already contain the required subdirectory structure for the cim-xml directory subtree. These ZIP files typically contain a consecutive range of CIM Schema versions, where the lowest and the highest version number is stated in the file name.
Download the desired ZIP files to any directory on your system, but do NOT unpack them yet.
Create a subdirectory tree under the cim-xml directory, for each final and experimental schema version you want to use, as follows:
<DSP2023-unpack>/profiles/resources/cim-xml/<schema>/<version>
Where:
<schema> is the schema name of the schema, for example "CIM".
<version> is the major.minor version of the schema, followed by nothing for the final schema, and by "+" for the experimental schema. The update version indicator is not part of that version, in order to support an automatic upgrade of the update version. The assumption is that you have the latest published update version in that directory. For example, "2.22+" for 2.22 experimental.
Examples:
cim-xml/CIM/2.35 		Directory for CIM Schema 2.35 final
cim-xml/CIM/2.35+		Directory for CIM Schema 2.35 experimental
cim-xml/ACME/1.0 		Directory for ACME vendor schema 1.0 final
cim-xml/ACME/1.0+		Directory for ACME vendor schema 1.0 experimental
These directories then each need to contain the CIM-XML files for the respective schema version.
Unpack the downloaded ZIP files as follows:
ZIP files downloaded from the CIM schema page of the DMTF site directly contain the CIM-XML files without further subdirectories, so they need to be unpacked into the version subdirectories described above.
ZIP files downloaded from the folder of the Architecture WG contain the subdirectories below cim-xml in the required format, so they need to be unpacked into the cim-xml directory.
If you are unsure as to which CIM Schema versions you need, start with the versions you will need for the sample MRP XML profiles in DSP2023. These are:
2.10 final
2.19 final
2.22 experimental
2.22 final
As you work with MRP XML profiles over time, you may need to install further schema versions. Simply repeat the steps in this subclause for the new schema version.
[bookmark: Step_CIMXML_customize][bookmark: _Toc377562131]Step 2.1 (optional): Customizing the location of the cim-xml directory
The default location of the cim-xml directory works as described above; and this step is not normally needed.
If you have a need to change its location for some reason (e.g., sharing it among multiple team members), this subclause describes how to customize its location. You may want to change the location in all the places described below.
When MRP XML profiles are opened with a Web browser, the location of the cim-xml directory is determined by the "cim-xml-root-url" parameter in the DSP8029 XSLT stylesheet, which is the file:
<DSP2023-unpack>/profiles/resources/dsp8029_*.xsl.
This parameter has a description that provides further details, such as the format to be used. 
When MRP XML profiles are converted to HTML using the mrp2html.py script, the location of the cim-xml directory is specified via its command line option --cimxmlurl. The script then passes that directory path on to the DSP8029 XSLT stylesheet. The directory name to be used when invoking the script can be customized for both build environments (Eclipse-based and make-based) via the cimxml_dir property in the following file:
<DSP2023-unpack>/profiles/resources/profiles.properties
[bookmark: Step_Web_browser][bookmark: _Toc377562132]Step 3: Selecting and setting up a Web browser
A Web browser can be used to open the MRP XML file (without first converting it to HTML), and the browser will then display human readable HTML. The conversion from MRP XML to HTML is performed by the browser and includes XSLT stylesheet processing, XPATH processing within the XSLT stylesheet, CSS stylesheet processing, interpreting image files specified using Data URIs, and JavaScript execution. Some Web browsers do not support all of these features sufficiently.
Using a Web browser to view the HTML file generated by the mrp2html.py script reduces the requirements on browser features somewhat, but not significantly. Also, when editing an MRP XML file, it is most convenient to look at the human readable result by opening that same MRP XML file in a Web browser and occasionally refreshing the page. For this reason, it is recommended to use a Web browser that supports displaying the MRP XML format without restrictions.
The following list shows Web browser versions that have been tested to work; some have restrictions as explained below. In this step, you should make sure that you use one of the Web browsers that supports opening the MRP XML files directly, without restrictions:
Firefox 10.0 and later. Extra setup required; see note 1).
Opera 11 and later
Safari 5 and later
Google Chrome 24. Restrictions apply; see note 2).
Internet Explorer 8 and later. Restrictions apply; see note 3). 
Note 1)  Extra setup for Firefox: 
Firefox requires a particular setting to permit the use of the parent directory ("..") in relative URIs. (Relative URIs may be used for example in the xml-stylesheet processing instructions of MRP XML files, or in the cim-xml-root-url" parameter of the DSP8029 XSLT stylesheet.)
Set the Firefox setting "security.fileuri.strict_origin_policy" to the value "false". Firefox settings can be edited when directing the browser to the address about:config. For details about this setting, see http://kb.mozillazine.org/Security.fileuri.strict_origin_policy.
You can verify that this works by opening one of the sample MRP XML profiles (double check that it specifies a parent directory in its xml-stylesheet processing instruction, to be found somewhere in the first few lines of the file). If the familiar formatted title page of a profile document appears, the setting works.
Note 2)  Restrictions for Google Chrome 24:
Chrome 24 displays the generated MRP HTML files with a minor flaw (partly incorrect clause numbering).
However, it does not convert the MRP XML files to HTML at all – it has no XSLT engine.
Note 3)  Restrictions for Internet Explorer 8:
IE 8 does not support CSS counters and "content" attributes. Therefore, it does not display heading numbers in headings, table numbers in table captions, and figure numbers in figure captions.
IE 8 has a size limit of 32 kB for Data URIs. This restriction can lead to truncated images when opening the generated HTML files (which use Data URIs for embedding the images into the HTML file). The truncation does not happen when opening the MRP XML files directly. IE 9 has lifted that size limit to 4 GB, see http://blogs.msdn.com/b/ieinternals/archive/2010/09/15/ie9-beta-minor-change-list.aspx.
IE 8 does not support the JavaScript used to dynamically create the table of contents, table of figures and table of tables in the generated HTML. Therefore, it displays the original text "[Insert table of <toc-type> here ..." instead of the generated tables.
Internet Explorer 9 has lifted all of these restrictions (requires Windows 7 or higher).
[bookmark: Step_XML_editor_build_env][bookmark: _Toc377562133]Step 4: Selecting and installing XML editor and build environment
There is a large variety of XML editors that can be used for editing MRP XML files. The XML editor should satisfy the following requirements:
Support for XML Catalogs (see Step 5 for the benefits and why this is a hard requirement)
Support for displaying XSD annotations as user help. The MRP XSD files are written to provide usage help on each XML element and XML attribute in the form of annotations.
The following XML editors have been tested with MRP XML files:
Altova XMLSpy 2008 (Professional Edition)
XML package of Eclipse 4.3
XML package of IBM Rational Software Architect 8.5
The choice of build environment is related to the choice of XML editor. The DSP2023 archive supports two build environments:
Make-based build environment.
This command line centric environment uses the make utility to create PDF files from MRP XML files, and to package pictures from Visio drawings into a ZIP archive for easier uploading to a DMTF WG page or to some other source repository. The DSP2023 archive provides a makefile and scripts for this environment.
An XML editor would typically be a standalone tool in this environment (e.g., Altova XMLSpy).
Eclipse-based build environment.
This is an integrated environment where building can be triggered by menu actions and an XML editor is an integrated part of the environment.
The Eclipse-based build environment comes in two variants:
The Eclipse open source software
The IBM Rational Software Architect product. IBM provides Rational Software Architect free of charge for work related to standards development. For details, see the RSA/RSM entry on the DMTF tools page: http://members.dmtf.org/members/tools/
[bookmark: Step_install_make_env][bookmark: _Toc377562134]Step 4.1: Installing the make-based build environment
This step is only needed if you decide to use a make-based build environment along with a standalone XML editor.
The makefile provided in the DSP2023 archive is supported for Windows and Linux.
Have the commands available in the PATH that are used by the makefile provided by the DSP2023 archive. These are:
make (GNU make)
rm
cp
zip (any ZIP program)
These commands can be made available on Windows by installing CygWin 1.7 (or higher) from:
http://cygwin.com/install.html
When using the installer program of CygWin, the PATH environment variable gets updated automatically. Otherwise, the CygWin bin directory needs to be added to the PATH (see ANNEX B for instructions).
Have your XML editor of choice available.
Test the build environment is described in Step 8.
[bookmark: Step_install_Eclipse_env][bookmark: _Toc377562135]Step 4.2: Installing Eclipse
This step is only needed if you decide to use the Eclipse open source software as your XML editor and development environment.
This description is based on the latest Eclipse version available at this point, 4.2 or "Juno", but for purposes of editing and converting MRP XML files, there is no particular requirement for using the latest Eclipse version; earlier versions should work similarly.
This description uses Windows XP as an example install environment; Eclipse is also supported on higher Windows versions and on Linux.
Eclipse provides differently customized variants that can be installed, the simplest variant is "Eclipse Classic", and this description uses that variant. It should be sufficient to use the 32-bit version.
Download the 4.2 version of the "Eclipse Classic" variant from:
http://www.eclipse.org/downloads/
Unpack the downloaded ZIP file (for example: eclipse-SDK-4.2.1-win32.zip) into an empty directory that will be your permanent Eclipse installation directory, for example: "C:\DMTF\Eclipse4.2".
This description refers to that directory as the "Eclipse unpack directory" and its full path name as "<Eclipse-unpack>".
Create a Windows shortcut to the file <Eclipse-unpack>/eclipse/eclipse.exe , e.g., on your Windows desktop; this allows you to start Eclipse easily by double clicking on the shortcut icon.
Start Eclipse (e.g., via the shortcut).
When started, Eclipse asks you to select a “workspace”. A workspace is a directory subtree where Eclipse keeps its configuration files. Eclipse projects created in context of a workspace are by default created as subdirectories in the workspace directory, but they can also be located elsewhere.
Select an empty directory as the Eclipse workspace (e.g., "C:\DMTF\MRPWorkspace").
In Eclipse, install the XML and XSL extensions, as follows:
Open menu “Help” -> “Install new software…”
Select the install site “Juno - http://download.eclipse.org/releases/juno” or add that install site if not yet listed. This populates the list of possible installation items.
Under the “Web, XML, Java EE and OSGi Enterprise Development” item, select “Eclipse XML Editors and Tools” and “Eclipse XSL Developer Tools”. This selection is shown in the screen shot below:

[image: ]

Confirm the installation by pressing “Finish” and approve subsequent requests.
At the end of the installation process, confirm an Eclipse restart.
Update Eclipse via Help -> Check for Updates.
In Eclipse, create a project for MRP that uses the existing files in the DSP2023 unpack directory, as follows:
Open menu: File -> New -> Project, and then select: General -> Project
Specify a project name, for example "MRPProject".
Specify to use the DSP2023 unpack directory as the location for the project.
In Eclipse, refresh the project you just created, as follows:
In the Package Explorer, right click "MRPProject" and select "Refresh".
This synchronizes knowledge about the DSP2023 files into Eclipse.
Integrate the mrpbuild.ant script provided in the DSP2023 archive into Eclipse, as follows:
Register the Ant script <DSP2023unpack>/bin/mrpbuild.ant as an external tool in Eclipse, as follows:
Open menu: Run -> External Tools -> External Tools Configurations
Right click "Ant Build", select New and enter information as follows:
Name: 				mrpbuild
Buildfile: 			${workspace_loc:/MRPProject/bin/mrpbuild.ant}
Base Directory: 		(empty)
Arguments: 			-Dmrp.xml="${selected_resource_loc}"
Set an Input handler:	checked
Assuming that the MRP project was named "MRPProject" (otherwise, change the path in the Buildfile field accordingly).
Finish the registration by clicking on "Apply".
Test the Ant script is described in Step 8.
[bookmark: Step_install_RSA_env][bookmark: _Toc377562136]Step 4.3: Installing IBM Rational Software Architect
This step is only needed if you decide to use IBM Rational Software Architect (RSA) as your XML editor and development environment.
RSA is available for educational and standards-related work free of charge via the IBM Academic Initiative (formerly: IBM Scholar Program). For details related to members of DMTF and related standards organizations, see http://members.dmtf.org/members/tools/OpenStandardsLetter-DMTF.doc.
In order to download RSA via the IBM Academic Initiative, you must be a member of the IBM Academic Initiative. Refer to http://www-03.ibm.com/ibm/university/academic/pub/page/membership  for how to become a member.
This description assumes you are downloading RSA via the IBM Academic Initiative. If you already have some version of RSA, skip the download and installation steps, but please double check that the XML and XSLT support is installed, as described below.
This description uses Windows XP as an example install environment; RSA is also supported on higher Windows versions and on Linux.
This description uses latest RSA version available at this point (8.5), but for purposes of editing and converting MRP XML files, there is no particular requirement for using the latest RSA version; earlier versions should work similarly. IBM Rational Software Modeler (RSM) also works.
RSA is an enhanced version of Eclipse; RSA 8.5 is based on Eclipse 3.6 ("Helios"). The installation instructions described in Step 4.2 apply, except for different download sites and for the additional requirement to install a license.
Follow all the steps in Step 4.2, with these exceptions:
Download of RSA:
Sign in to the "Software Download Catalog" page, using your IBM ID:
https://www14.software.ibm.com/webapp/iwm/web/reg/signup.do?source=scholars
Download "Rational Software Architect for WebSphere Software v8.5"
Installation of XML and XSLT tools:
Select the install site for "Helios":
http://download.eclipse.org/releases/helios
This populates the list of possible install items.
Under the “Web, XML, Java EE and OSGi Enterprise Development” item, select “Eclipse XML Editors and Tools” and “Eclipse XSL Developer Tools”.
Installation of RSA license:
Follow the instructions to download the license file, and to activate the license.
[bookmark: Step_5][bookmark: Step_XML_Catalog][bookmark: _Toc377562137]Step 5: Registering the XML Catalog with the XML editor
An XML Catalog is an XML file that follows the W3C XML Catalog format. XML Catalogs provide a means to redirect URLs that target files on the Web to local copies of these files. This provides a number of benefits, such as:
Local fixes to published files can be used
More control over which fix version is used
Using local files is faster than accessing them on the Web
Most importantly: Some websites that host XML schema files will temporarily reject the access if the same IP address requests the same file repeatedly. For example, the W3C site that owns some of the files used by MRP is known for this behavior. Using a local copy of the XSD files solves the issue by not going to the publishing website in the first place.
One can work in a local environment that has no Internet access.
The DSP2023 archive contains all XSD files needed by MRP, as well as an XML Catalog file that redirects the published URLs of these XSD files to the local copies. See A.4 for details.
XML Catalog files are utilized only by the XML editor that is used to edit the MRP XML file. The MRP conversion tools that generate HTML and PDF do not need them, nor does the Web browser used to open MRP XML files or the HTML file.
To make the XML editor use the XML Catalog file provided in the DSP2023 archive, that file needs to be registered with the XML editor.
Follow these steps, depending on the XML editor you decided to use in Step 4:
For Altova XMLSpy:
Add a nextCatalog XML element that references the MRP catalog.xml file in the DSP2023 unpack directory, for example:
<nextCatalog
        catalog="file:///C:/DSP2023unpack/localcopy/catalog.xml"/>
to the end of the catalog list in the RootCatalog.xml file of XMLSpy. That file can be found in "C:\Program Files\Altova\XMLSpy2008".
Make sure that "file:" followed by three slash characters is used in that URL (XMLSpy has issues when just one slash character is used). On Windows, use forward slash characters as path delimiters in the catalog attribute shown above.
Eclipse (V4) or IBM Rational Software Architect (V8):
Open the XML Catalog settings dialog through Window -> Preferences, select XML -> XML Catalog and add a new entry of type "Next Catalog" that points to the catalog.xml file provided with DSP2023: "<DSP2023-unpack>/localcopy/catalog.xml".
If you do not see a settings subtree named "XML" in the Preferences dialog, you have not installed the XML package of Eclipse or RSA.
The registration of the XML Catalog file for MRP can be verified by opening one of the sample MRP XML files with your XML Editor when no Internet connectivity is available. A properly established XML Catalog will redirect the remote schema locations of .xsd files in that .mrp.xml file to local copies in the localcopy directory and will cause the XML editor to work without reporting any errors about missing XSD files.
[bookmark: Step_install_Python][bookmark: _Toc377562138]Step 6: Installing Python and lxml
The MRP tooling provided in the DSP2023 archive contains Python scripts that need Python 2.6 or 2.7, and the Python package lxml 2.3.
Python is open source software and can be downloaded from:
http://python.org
Download the latest fix release of Python 2.6 (currently: 2.6.8) or of Python 2.7 (currently: 2.7.3) and install it into any directory on your system.
On Windows, the Python installer program does not add the Python installation directory to the PATH. Add the Python installation directory (the one containing the python.exe file, for example C:\Python27) to the PATH (see ANNEX B for instructions).
Download and install lxml 2.3 as follows:
For Windows, go to http://pypi.python.org/pypi/lxml/2.3, click the green Download button, which gets you to a list of possible downloads of lxml for Windows and MacOS. It is recommended to use the Windows Installer program for lxml, because that has the libxml2 library statically linked and thus is a standalone package without further dependencies. It is also important that the Python version of lxml matches the version of your Python installation, and that you pick the 32-bit or 64-bit version of lxml depending on what bit size your Python installation has.
Invoking "python" in the command line will tell you the version and bit size of your Python installation. You can leave the Python interpreter with "quit()". 
For example, this Python invocation:
>python
Python 2.6.4 (r264:75708, Oct 26 2009, 08:23:19) [MSC v.1500 32 bit (Intel)] on win32
Type "help", "copyright", "credits" or "license" for more information.
>>> quit()
tells you that it is 32-bit Python 2.6 on Windows, and you would then select the following matching lxml download:
lxml-2.3.win32-py2.6.exe
After downloading the Windows Installer program, install lxml by invoking that program.
For Linux, go to https://pypi.python.org/pypi/lxml/2.3.6, and click the green Download button, which downloads the file lxml-2.3.6.tar.gz that is a source distribution that works for all Python 2.x versions. To install it, follow the instructions on the download page.
For MacOS, the command:
port install py26-lxml
can be used to install lxml for Python 2.6.
Troubleshooting:
If the Windows Installer program of lxml reports the error: "Python Version 2.7 required which was not found in the registry" but you have Python 2.7 installed, you may have picked the 32-bit version of lxml when you have the 64-bit version of Python installed.
Use the 64-bit version of lxml instead.
[bookmark: Step_install_PDF_generator][bookmark: _Toc377562139]Step 7: Installing a PDF generator
A PDF generator is used to convert the HTML file generated by the mrp2html.py script into a PDF file. Standards organizations that are publishing profiles as PDF files need a high quality PDF generator that produces a PDF file that is comparable in quality to writing a document by using a text processor, such as Microsoft Word, and then converting that file to PDF. Critical areas in terms of quality are image resolution and scaling, page headers and footers, and page layout. Also, because the HTML file that is generated by mrp2html.py represents pictures as Data URIs, and contains embedded CSS stylesheet and JavaScript, the PDF generator will need to support all that.
The only PDF generator known so far that provides a sufficient quality and supports these requirements is Prince-XML. The DSP8054 CSS stylesheet at this point has some dependencies on features specific to Prince-XML.
Prince-XML is a commercial product that also has a free-of-charge community edition. The community edition is fully functional, but generates a small Prince logo on the top right corner of the title page of the PDF document. The commercial edition does not generate that logo. Using the community edition for developing standards is considered acceptable from a licensing perspective. DMTF has decided to use the community edition during development of DMTF-owned profiles, and the commercial edition for publishing the profiles.
Download the Prince-XML PDF generator from:
http://www.princexml.com/
At this point, Prince-XML 9.0r4 is the latest version available. That version has been tested and works fine. Version 8.0 also works fine. Version 8.1r4 works fine, but runs considerably slower than the 8.0 or 9.0 versions. It is recommended to use the 9.0 version.
The install program is the same for the commercial edition and the community edition. If you want to have a commercial edition, acquire a license and install the license key.
In case you decide to use the 8.0 version, the Prince-XML download page offers no link to the 8.0 version anymore, but 8.0 can still be downloaded from this page:
http://www.princexml.com/download/8.0/
Prince-XML can be installed to any directory.
The Prince-XML executable is found in both build environments (make-based and Eclipse-based) via the prince_file property in the following file:
<DSP2023-unpack>/profiles/resources/profiles.properties
The value for this property as contained in the DSP2023 archive works unchanged for the default installation path of Prince-XML on Windows XP. On Linux, and on Windows when installing Prince-XML in some other location (for example, in the default installation directory of Windows 7), edit this file and customize the prince_file property accordingly.
Note that PDF writers that install as Windows printer devices will not work properly, because as a printer, they cannot create any links in the generated PDF file.
[bookmark: Step_test][bookmark: _Toc377562140]Step 8: Testing the build environment
[bookmark: Step_test_make_env][bookmark: _Toc377562141]Step 8.1: Testing the make-based build environment
Run the following command to test that the make-based build environment has been set up correctly:
make clean buildxmp
The command needs to be run from within the <DSP2023-unpack>/profiles directory.
The command removes any generated files that came with the original DSP2023 archive and then re-builds the HTML and PDF files for the sample profiles.
Verify that:
No error messages are displayed while executing that command (besides the few intentional "Profile Error" messages issued by DSP8029)
The PDF files for the sample profiles have been generated in their respective subdirectories
The generated PDF files have the following components:
a formatted title page like published DMTF documents do (this verifies that the XSLT stylesheet has been found and executed),
a Table of Contents (this verifies that the JavaScript program executed properly)
The DSP2023 archive ZIP file has been generated in the current directory
The makefile has a default target "help", which prints information about the available make targets.
[bookmark: Step_test_Eclipse_env][bookmark: _Toc377562142]Step 8.2: Testing the Eclipse-based build environment
To test the Eclipse-based build environment, start Eclipse or RSA.
In the Project Explorer of Eclipse or RSA, select one of the sample MRP XML files unpacked from DSP2023.
The first time you run the "mrpbuild" tool, this must be done from within the External Tools Configuration dialog: Open menu Run -> External Tools -> External Tools Configurations, select the "mrpbuild" tool and click on "Run".
Subsequently, the "mrpbuild" tool will be available as a menu item: Run -> External Tools -> mrpbuild.
Running the "mrpbuild" tool executes the mrpbuild.ant script, which creates an HTML file and a PDF file for the selected MRP XML file in the directory of the selected MRP XML file.
Error messages issued by the "mrpbuild" tool can be seen in the Console pane of Eclipse.
Verify the execution process and its result as described in Step 8.1.
Troubleshooting:
If upon running the mrpbuild tool, you encounter the following error message (usually as a popup window):
Unable to resource a selected resource: ${selected_resource_loc}
the reason may be that you did not select an MRP XML file. Note that Eclipse forgets about the selection after a while, even though the file still appears to be selected in the Eclipse Explorer pane.
Select an MRP XML file and retry.
If upon running the mrpbuild tool, you encounter the error message in the Console pane:
. . . mrpbuild.ant:{NN}: Error: Selected file does not have a file
extension .mrp.xml or _mrp.xml: '{filename}'
the reason is that the selected file name does not have one of the supported endings (.mrp.xml or _mrp.xml). The _mrp.xml file name ending is supported in order to tolerate the renaming some download tools perform when downloading files that have more than one dot in their file name.
Rename the MRP XML file to end with .mrp.xml or _mrp.xml, and retry.
If upon running the mrpbuild tool, you encounter the error message in the Console pane:
prince: . . . .pdf: error: The process cannot access the file because it is being used by another process.
then you likely have the PDF file opened in a PDF reader and the PDF generator cannot write its output.
Close the PDF file or the PDF reader and retry.
If upon running the mrpbuild tool, you encounter the error message in the Console pane:
Buildfile: . . . \mrpbuild.ant
checkSelection:
html:
     [exec] Traceback (most recent call last):
     [exec]   File "../bin/mrp2html.py", line 21, in <module>
     [exec]     from lxml import etree
     [exec] ImportError: No module named lxml
     [exec] Result: 1
then you do not have the lxml package installed in your Python installation.
Install the lxml package as described in Step 6 and retry.
If upon running the mrpbuild tool, you encounter the error message in the Console pane:
. . . mrpbuild.ant:{NN}: Error: Prince-XML executable not found:
'{filename}'
then (besides not having Prince-XML installed at all), you likely have it installed in a different directory than the default directory. The default directory works for Windows XP, but not for Windows 7.
Change the value of the prince_file variable in the file
<DSP2023-unpack>/profiles/resources/profiles.properties
to match your Prince-XML installation (see Step 7) and retry.
If upon running the mrpbuild tool, you encounter the error message in the Console pane:
Buildfile: C:\DMTF\MRP Profiles\bin\mrpbuild.ant
checkSelection:
html:
     [exec] mrp2html.py Version 1.1.0
     [exec] Processing MRP XML file: C:\DMTF\MRP Profiles\profiles\
dsp1033\dsp1033_1.1.0a.mrp.xml
     [exec] Generating HTML file:    C:\DMTF\MRP Profiles\profiles\
dsp1033\dsp1033_1.1.0a.html
     [exec] Cannot resolve URI file:///C:/DMTF/MRP%20Profiles/
profiles/resources/cimxml/CIM/2.10/CIM_RegisteredProfile.xml
     [exec] Found no XSLT transformation errors.
     [exec] Error: Found 1 errors.
     [exec] Result: 1
then you have not installed the desired version of the CIM Schema, or you have installed it into a directory that does not follow the subdirectory structured described in Step 2.
Install the desired CIM Schema version using the directory structure described in Step 2 and retry.
If upon running the mrpbuild tool, you encounter the error message in the Console pane:
Buildfile: C:\DMTF\MRP Profiles\bin\mrpbuild.ant
BUILD FAILED
Target "Profiles\profiles\xmp1033\xmp1033_1.1.0a.mrp.xml" does not exist in the project "mrpbuild".
then you are likely using a draft version of DSP2023 1.1 that did not yet support blanks in the name of the DSP2023 unpack directory.
Upgrade to the latest DSP2023 1.1 version and retry.
If upon running the mrpbuild tool on a Work in progress version, and the resulting PDF contains "Not a DMTF Standard" twice in its footer line, then you have specified "Not a DMTF Standard" in the mrp:Confidentiality element (like it is done for Word-based profiles).
An occurrence of "Not a DMTF Standard" is created automatically into the footer line, based on the document status "Work in Progress", so there is no need to add this text to the mrp:Confidentiality element, in MRP profiles.
[bookmark: _Toc377562143]How to develop MRP XML profiles
After setting up the MRP development environment as described in clause 1, you are ready for developing MRP XML profiles.
To start, it is recommended that you get familiar with the MRP XML format by looking at the sample MRP XML profiles, and by trying to relate statements in the MRP XML file with text in the HTML or PDF output generated from the MRP XML file.
Note that some subclauses in the HTML and PDF output (e.g., Adaptations, Use Cases) have large percentages of generated text and tables that are constructed from machine readable data in the MRP XML file (that is the whole idea of making the profile machine readable). Conversely, subclauses like clause 6 "Description" consist of text that is entirely in the corresponding MRP XML element for that subclause.
Any rich text in an MRP XML profile is written in XHTML. In the sample MRP XML profiles, the XML namespaces are set up such that the XHTML namespace is the default namespace. That setup allows writing XHTML tags without specifying a XML namespace prefix, e.g., as "<p>", and makes it very similar to HTML. One notable difference to HTML is that in XHTML, everything needs to be well-formed XML; that is, any opening tag needs to have a closing tag and tags need to be properly nested. The syntax to have a single tag without content (that is, an opening and closing tag), is: "<br/>".
A convenient way to verify the output is to open the MRP XML file in a Web browser. This causes the Web browser to convert the MRP XML to HTML, and then display that HTML.
The Web browser can stay open and can be used to refresh / reload the file after saving it in the XML editor.
The format of the MRP XML is described in annotations of the XSD files the XML editor will be able to locate when editing an MRP XML file. XML editors typically show these annotations in a context-sensitive way, so that you can learn which XML elements and XML attributes are allowed at a particular spot, and how they are used, by reading these annotations. Try to see these annotations when editing one of the sample MRP XML files.
Make changes to the sample MRP XML files, and see how they are visible in the Web browser that is displaying the MRP XML file you are editing, by saving the XML file and refreshing the browser.
To produce PDF files for publishing and review, use the build environment you have installed.
When using the make-based build environment:
Open a command window and go to the <DSP2023-unpack>/profiles directory.
Run the following command to build the PDF files for all sample profiles in DSP2023:
make buildxmp
Run the following command to build the PDF files for all non-sample profiles that have a DMTF DSP number that you may have added yourself:
make build
The makefile displays a short help about the targets it supports, when running:
make help
When using the Eclipse-based build environment (including RSA):
In the Project Explorer, select one of the sample MRP XML files, and click menu item: Run -> External Tools -> mrpbuild
This executes the mrpbuild.ant script, which creates an HTML file and a PDF file for the selected MRP XML file in the directory of the selected file.
[bookmark: _Ref348482772][bookmark: _Toc377562144]
Content of DSP2023 archive
This annex describes the content of the DSP2023 archive.
At a high level, the DSP2023 archive contains this readme document, tooling needed for a development environment for MRP XML profiles, and sample MRP XML profiles.
Unpacking the DSP2023 archive creates the following directory structure:
    +                            Unpack directory
    |
    +-- profiles
    |   |
    |   +-- xmp<NNNN>            Directories with sample MRP XML profiles xmp<NNNN>
    |   |
    |   +-- resources            Directory with MRP tooling (files referenced by
    |       |                      MRP XML profiles)
    |       |
    |       +-- cim-xml          Directory with MRP tooling (CIM-XML files of
    |                              underlying schemas, not included in DSP2023)
    |
    +-- localcopy                Directory with MRP tooling (local copies of files
    |                              on the Web, redirected to via an XML catalog)
    |
    +-- bin                      Directory with MRP tooling (files that need to
                                   be in the command search path)
[bookmark: _Toc377562145]xmp<NNNN> Directories: Sample profiles
Each of these directories contains one sample MRP XML profile. The sample profiles are mostly high fidelity representations of real profiles published by DMTF that demonstrate certain aspects of MRP.
The sample profiles are:
XMP1000: MRP XML profile template
This file can be used as a template for new MRP XML profiles.
XMP1009: MRP version of DSP1009 (Sensors Profile)
This profile demonstrates how to include boilerplate text from the Management Profiles Text Registry (DSP8008), and the use of collaborations in diagrams.
XMP1011: MRP version of DSP1011 (Physical Asset Profile)
This profile demonstrates how to use abstract base adaptations.
XMP1013: MRP version of DSP1013 (Fan Profile)
This profile demonstrates how to define indications.
XMP1033: MRP version of DSP1033 (Profile Registration Profile)
This profile is a very high fidelity representation of the published DSP1033 v1.0.0 profile, and demonstrates how an MRP XML profile should be written, from all aspects. Specifically, it demonstrates the use of profile references for referencing the same profile (in this case, itself) more than once.
XMP1999: Sample glossary in MRP format
This profile demonstrates the use of the MRP format for representing a glossary document.
Each of the xmp<NNNN> directories (for example, xmp1000) contains the following files:
xmp<NNNN>_<m.n.u>.mrp.xml:   MRP XML profile
This is the source file of the profile, and is in the MRP XML format.
xmp<NNNN>_<m.n.u>.html:  HTML file representing the profile
This file is generated from the MRP XML profile using the mrp2html.py script contained in the DSP2023 archive. It is an intermediate product in the tools chain and has been included for completeness. The HTML files in the DSP2023 archive have been created in standalone mode, which causes any figures, JavaScript and CSS stylesheets to be embedded in the HTML file.
xmp<NNNN>_<m.n.u>.pdf:  PDF file representing the profile
This file is generated from the HTML file using an HTML to PDF converter, and can be published (depending on the quality of the HTML to PDF converter).
xmp<NNNN>_<m.n.u>_<figname>.gif:  Picture files with figures for the profile
These files are picture files containing the figures referenced by <img> tags in the MRP XML profiles. They have been created by saving Visio diagrams in GIF format. The GIF files have been saved with 240 dpi resolution (the source size does not matter).
xmp<NNNN>_<m.n.u>.vsd:  Visio source file for the diagrams in the profile.
[bookmark: _Toc377562146]resources Directory: MRP tooling referenced by MRP XML profiles
The resources directory contains files that are considered MRP tooling and that are (potentially) referenced from MRP XML profiles in some way, and for which URI resolution through an XML catalog is not supported. This includes XSLT stylesheets (DSP8029), CSS stylesheets (DSP8054), Javascript files (tocgen.js), standard message registries (DSP8008), and the cim-xml subtree. Also, it includes a properties file (resources.properties) that allows for certain customizations and is used by both the make-based and the Eclipse-based build environment.
[bookmark: _Toc377562147]cim-xml Directory: CIM-XML files of underlying schemas
The cim-xml directory contains a subtree with the CIM schemas that are used by any MRP XML profiles. The subbtree may include the CIM schema published by DMTF, and other schemas. The cim-xml subtree is initially empty when unpacking the DSP2023 archive, and needs to be populated with schema files, as described in Step 2.
[bookmark: _Ref348491104][bookmark: _Toc377562148]localcopy Directory: MRP tooling redirected via an XML catalog
The localcopy directory contains files that are considered MRP tooling and for which URI resolution using an XML catalog is supported. This includes XSD files (DSP8028, …), and the XML catalog itself (catalog.xml).
[bookmark: _Toc377562149]bin Directory: MRP tooling in command line path
The bin directory contains files that are considered MRP tooling and that need to be in the command line path, or that are referenced for performing some function. This includes a Python script (mrp2html.py) and an Ant script (mrpbuild.ant).
[bookmark: _Toc450303222][bookmark: _Ref348515568][bookmark: _Toc377562150]
Adding to PATH
This annex describes how to add path names of directories to the command line execution search path, that is, the PATH environment variable. At this point, only Windows is covered.
On Windows, the path names in the PATH environment variable are separated by using a semicolon (";") and within the path names, the directory delimiter character is the backslash ("\"). The PATH variable may contain relative and absolute path names, but this document recommends using only absolute path names for anything that is added.
To edit the PATH variable on Windows XP, go to: Control Panel -> System -> Advanced -> Environment Variables, and edit the system variable named "Path". It is similar on Windows 7.
Add the absolute path name of the directory to the beginning of the PATH variable, and make sure you have a path delimiter character between it and the next path name.
Save the new value of the PATH variable.
Note that a change in the PATH system variable as described above may not be reflected in the PATH environment variable as seen in a newly opened command shell. It may take a restart of the desktop instance of explorer.exe to see the change (or a Windows reboot).
[bookmark: _Toc377562151][bookmark: _Toc96239179][bookmark: _Toc117356372][bookmark: _Toc126117137][bookmark: _Toc127147866]
Change log
The change log applies to the DSP2023 archive. DSP2023 for convenience contains other MRP-related documents published separately by DMTF (e.g., DSP8028). The change description in the change log covers these included files as well and thus provides a complete overview about changes related to MRP.

	Version
	Date
	Description

	1.0.0
	2012-03-19
	Released as DMTF Informational.

	1.0.1
	2012-08-19
	Released as DMTF Informational.
Changes in DSP2023:
Added description for using Eclipse or IBM Rational Software Architect for editing MRP XML.
Simplified the MRP XML to HTML conversion by providing a mrp2html.py Python script, and removing the files that were used by the more complicated procedure in V1.0.0:  bin/xalan.bat, bin/CatalogManager.properties, profiles/resources/embed-file.awk and profiles/resources/embed-css-file.awk.
Picked up DSP8028 v1.0.1, and DSP8029 v1.0.1.
Changes in DSP8028 v1.0.1:
Fixed issue with duplicate heading id values reported by parsers that validate the uniqueness constraint of the xsd:ID type, by changing the type of mrp:HeadingLink/@id from xsd:ID to xsd:IDREF. The referenced elements are the h1, h2, etc. elements in XHTML, which define their id attribute using the xsd:ID type.
Changes in DSP8029 v1.0.1:
Added tolerance for whitespace in the CIM-XML values of the following (whitespace-tolerant) qualifiers:
Boolean-typed qualifiers: ASSOCIATION, INDICATION, ABSTRACT, KEY, REQUIRED, IN, OUT.
Integer-typed qualifiers: MIN, MAX.
String-typed qualifiers: EMBEDDEDINSTANCE.
Added missing double quote in the message text of a profile error.

	1.1.0
	2013-11-05
	Released as DMTF Informational.
Changes in DSP2023:
Changed readme file to Word format and simplified it.
Added support for a Linux based build environment.
Fixed issues in Eclipse-based build environment.
Updated information about Web browsers and PDF converters to cover their latest releases, including IE9.
In MRP tooling, improved ability to debug some errors in MRP tooling.
In MRP tooling, improved support for heading links (mrp:HeadingLink element) such that the text shown on these links is now the subclause number, or "Clause {clause-number}".
In MRP tooling, added support for table links (mrp:TableLink element) and for figure links (mrp:FigureLink element).
Removed batch script that helped migrating from pre-1.0.0 versions to 1.0.0.
Added a verbose mode to mrp2html.py for better diagnostics.
Improved error handling in mrp2html.py.
Added support for both .mrp.xml and _mrp.xml file names, in order to support renaming of some download tools when downloading files with more than one dot in their file name.
Picked up DSP8008 v1.1.0, DSP8028 v1.1.0, DSP8029 v1.1.0, DSP8050 v1.1.0, DSP8051 v1.1.0, DSP8052 v1.1.0, DSP8053 v1.1.0, DSP8054 v1.1.0.
Changes in DSP8008 v1.1.0:
Upgraded to use MRP schema from dsp8028 v1.1.
Added <xhtml:p> elements around text where possible, to improve the quality of the line number generation.
Experimental: In test fragment "Logo", replaced reference to DMTF logo image file with inline definition of the logo, to avoid dependency on logo file.
Added schema location for MRP namespace.
Removed unused namespace declaration for XMLSchema.
Changes in DSP8028 v1.1.0:
Fixed issue with not finding ID values for IDREF values in some environments by changing the type of mrp:HeadingLink/@id from xsd:IDREF to xsd:NCName.
Removed the import of the xml namespace, because it was not used (it is still imported by dsp8053 which does use it).
Added support for profile type "Pattern" (in addition to Autonomous and Component). A pattern profile is not individually discoverable using PRP and thus does not define central class, scoping class and scoping path.
Added declaration of xml namespace and its import, in order to support XML editors that don't have that built-in.
Added support for include files included via XInclude. This caused the mrp:Profile child elements that can have many child elements, to become global elements (mrp:RelatedProfiles, mrp:Features, mrp:Elements, mrp:MessageRegistries, mrp:MetricRegistries, mrp:UseCases, mrp:Actors); these are the elements that can be in include files.
Added support for referencing class adaptation names in other profiles using either the adaptation names for DSP1001 1.1 profiles, or the class uses for DSP1001 1.0 profiles (that is, class name followed by some text in parenthesis, for example:  "CIM_Managedelement (affected element)").  This affects base adaptations, class adaptation links, and class adaptations in element links.
Added property implementation and method implementation as additional was to express conditions for requirement levels Conditional and ConditionalExclusive, via elements mrp:PropertyImplementationCondition and mrp:MethodImplementationCondition.
Changed names of generic operations specified in profiles, to the new names defined in DSP0223 1.0.2, which are now aligned with the DSP0200 operation names.
Changes in DSP8029 v1.1.0:
Upgraded to use MRP schema from dsp8028 v1.1.
Fixed the bug that adaptations with association operations but no other need for subclauses had generated dangling links for non-existing operation subclauses.
Added support for showing the mrp:Confidentiality element in the document footer.
Added a check that an XHTML "img" element always has an image file specified (via its "src" attribute).
Added tolerance for omitted mrp:Logo element (it is optional).
Added tolerance for omitted mrp:RelatedProfiles element (it is optional)
Added support for table links (mrp:TableLink) and figure links (mrp:FigureLink).
Added "div" element with id="div-map" in support of heading, figure and table links with dynamically determined link text.
Added "div" element with id="div-ln" in support of line numbering. Line numbering can be controlled with a new stylesheet parameter "linenumbers", which is turned off by default.
Added profile title before Scope clause.
Improved wording of text in subclause 7.2.1 "Conventions".
Removed generated feature usage list at the end of each feature subclause, because it could have been incomplete.
Editorial changes in name of use case and state description entries in use case table (added colon to make them consistent with the respective headings).
Editorial changes in introduction text before list of use case steps.
Editorial changes in punctuation of text in subclause 7.2.1 "Conventions".
Added page break before Bibliography.
Fixed issue that some table headings in related profiles table broke into a new line without generating a hyphen. The solution is only a workaround for this particular case, and soft hyphening has been removed from other table headings that do not typically break into new lines.
Fixed the issue that the vertical spacing before operation subclauses was larger than for property and method subclauses.
Improved a profile error message.
Fixed XSLT validation errors about missing parameter "h2-number" when calling template "output-heading-H2".
Added a "verbose" parameter that controls verbose messages in DSP8029, for better diagnostics.
Added support for property and method implementation conditions (for conditional requirement levels). 
Changed names of generic operations specified in profiles, to the new names defined in DSP0223 1.0.2, which are now aligned with the DSP0200 operation names.
Changed generated text "Abstract Indicator: True/False" to "Abstract: Yes/No".
Changes in DSP8050 v1.1.0:
Picked up DSP1053 1.1.
Changes in DSP8051 v1.1.0:
Picked up DSP1053 1.1.
Changes in DSP8052 v1.1.0:
Picked up DSP1053 1.1.
Changes in DSP8053 v1.1.0:
Improved the format pattern for identifiers to be closer to what DSP0004   defines.
Added a type in support of referencing class uses in DSp1001 1.0 profiles.
Changes in DSP8054 v1.1.0:
Added styles FigureRef and TableRef for links to figures and tables.
Added support for long footer lines (e.g., WiP & Confidential) by defining minimum width for version field in footer to avoid that it breaks into two lines.
Added style div.lineNumber in support of line numbering.
Added support for header/footer to be flipped on even and odd pages.
Added support for showing page numbers in Table of Content/Figures/Tables.
Changes to match DSP1000 template:
Left-adjusted text in table header rows for Prince-XML.
Added style Heading1-Title for use by profile title.
Center-adjusted caption text of figures and tables.

	1.1.1
	2014-04-24
	Released as DMTF Informational.
Changes in DSP2023:
· Picked up DSP8008 v1.1.1, DSP8028 v1.1.1, DSP8029 v1.1.1, DSP8054 v1.1.1 (for changes, see below).
· Changed recommendation for Prince-XML version to be used to 9.0.
· Fixed an error (in tocgen.js) that caused links to external URLs (e.g. in Normative References) to be hashed and thus broken.
· Added support for non-referenceable and non-TOC tables and figures by omitting the respective caption element (in tocgen.js).
· Added support for automatically removing any whitespace that the pretty-printing of some XML editors inserts before the </i> and </b> end elements (in tocgen.js).
· Improved handling of non-existing image files when creating the HTML file from an mrp.xml file, by completing the generation of the HTML file instead of truncating it (in mrp2html.py). In addition, an error message is produced in the HTML.
Changes in DSP8008 v1.1.1:
· Fixed the XSD validation problem caused by referencing inconsistent versions of DSP8028 in DSP0228 and here, by consistently referencing DSP8028 1.0.
· Fixed normative references in comment header to reference MRP 1.1. Logically, this message registry belongs to MRP 1.1, but it uses the XSD of MRP 1.0 because DSP0228 does so, too.
· Updated the DMTF logo image (in text fragment "Logo") to be the logo from the latest DMTF template DSP1000 v1.2.3.
· Changed text fragment "Copyright Notice" so that the link at the end is broken into a new line.
Changes in DSP8028 v1.1.1: 
· Errata: Fixed the error that the mrp:Operation element had unnecessary child elements (that had been copied from the mrp:Method element), by removing these child elements: mrp:Description, mrp:ModelDescription, mrp:Constraint, and mrp:Error. Technically, this is an incompatible change to existing MRP XML profiles because these child elements may have been used (although that would not make sense).
· Errata: Removed the ability to specify different operation requirements for association traversal operations based on the traversed association, because it was recognized that this introduced too much complexity, and was nullified anyway when multiple profiles with different such requirements were implemented together. This was done by removing the mrp:Association child element of the mrp:Operation element.
· Errata: Restricted the use of the refMin and refMax attributes to only CIM references (properties that have a reference type). It was previously also allowed on method parameters with a reference type, but they are not association ends.
· Added support for OCL conditions (mrp:OCLCondition element).
· Added the ability to specify reference constraints on method return values.
· Added the ability to specify value requirements on method return values.
· Clarified the description (schema annotation) of the value requirements for method parameters and return values.
· Added the ability to specify method level error reporting requirements on output parameters and return values that are embedded instances of class CIM_Error, by adding the mrp:Error element to mrp:Parameter and mrp:ReturnValue.
· Fixed description of mrp:XHTMLWithLinks element to recommend "div" (and not "p") for wrappering the content, if needed.
· Added support for the Reference qualifier by describing the usage of the class constraints on properties also for reference-qualified properties (DSP8029 checks whether the description is adhered to). Multiplicity constraints are not allowed on reference-qualified properties, because they are not end points in an association.
Changes in DSP8029 v1.1.1:
· Errata: Restricted the use of the refMin and refMax attributes on CIM references (properties that have a reference type). It was previously also allowed on method parameters with a reference type.
· Added error message in case the tocgen.js script fails or does not run at all.
· Added support for not running the tocgen.js script on its own output when a saved HTML page that contains its output is opened again.
· Added support for OCL conditions (mrp:OCLCondition element).
· Added support for reference-qualified properties (REFERENCE qualifier).
· Added support for STRUCTURE qualifier.
· Changed terminology for presentation requirement levels to just "requirement level".
· Removed unnecessary references, such as "see schema definition" or "see DSP0223", etc.
· Changed sentences stating adaptation type, implementation type, and requirement level, to a list of short name: value pairs.
· OCL statements are now displayed using the pre.Fixed style (white background, no frame).
· Simplified the representation of multiplicities of association ends.
· Improved check for missing refClassAdaptation attribute.
· Added support for error reporting requirements (mrp:Error elements) on output parameters and return values.
· Circumvented the issue in Prince-XML that causes it not to generate bookmarks in the PDF for links to operation subclauses.
· Removed automatically created whitespace before any links.
· Changed text in title bar of browser window to be "DSPnum version - title", for better identification of browser tabs and minimized browser windows.
· Improved handling of the error where an image file is not found by producing an according error message in the profile, using the "alt" attribute.
· Fixed the error that a empty parameter requirements table was generated in a method subclause, if the method had no parameter or return value requirements, by no longer generating the table in this case.
· Improved the flyover text of links to symbol and term definitions to show the actual definition text (as plain text), instead of a generic text.
· Restructured access to CIM-XML schema for better maintainability.
· Added checks for implementation type ("implementationType" attribute) and "isAssociation" attribute, checking consistency with metaclass.
· Removed table caption from change log table, to cause it not to appear in the Table of Tables.
Changes in DSP8054 v1.1.1:
· Changed "Fixed" classes to be with white background and without border.
· Changed "DesignNote" class to stick out better, by giving it a light yellow background and a darker green font.
· Changed all color definitions to use the standard #FFFFFF; notation.
· Adjusted colors of hyperlinks and code styles to use exactly the colors from DSP1000.
· Added page break avoidance before figure captions, and after term headings, term names, symbol headings and symbol names.
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